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Abstract

Information system development practitioners tailor system development methodologies to match the specific circumstances of their software projects. This is not surprising as research has shown that information systems development is a highly circumstantial process and that no one system development methodology can be optimal for every context of every project. Several formal techniques such as the contingency factors approach and situational method engineering have been introduced to facilitate the tailoring of system development methodologies to fit the needs of a project. However, there is evidence that system development practitioners have largely neglected these techniques in favor of ad hoc methodology tailoring approaches.

This paper presents a formal methodology tailoring model geared towards the practitioner. The model is based on the principles of general systems theory and is designed to provide practitioner utility, which has been shown to be a determining factor in the employment of a technological innovation.
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1. INTRODUCTION

An information system (IS) development methodology is defined as a recommended collection of phases, procedures, rules, techniques, tools, documentation, management, and training used to develop a system (Avison & Fitzgerald, 2003, Cockburn, 2006, Hoffer & Valacich, 2010). Over the years numerous IS development methodologies have emerged and many are currently taught in colleges and universities around the world (Burns & Klashner, 2005). While there has been much discussion and debate as to which of these methodologies is best, current research shows that there may
not be one optimal methodology that can be universally applied to every project. This is because, while many of the methodologies are beneficial in certain situations, system development is a circumstantial process, and no one methodology will work best for every context of every project (Cockburn, 2006, Fitzgerald, Russo, & O’Kane, 2003).

Background

There have been significant advances and changes to methodologies over the last 30 years. Those changes can be characterized into specific eras that include the pre-methodology era, when no methodologies existed, and the methodology era, when a plethora of new methodologies was introduced (Avison & Fitzgerald, 2003, Fowler, 2005). Some people in the IS field feel that since 2001 we have entered a post-methodology era wherein researchers and practitioners are questioning the older methodologies (Avison & Fitzgerald, 2003, Fowler, 2005). Most of the serious criticism of the methodologies from the methodology era suggests that they are bureaucratic and labor intensive or “heavy” methodologies (Fowler, 2005)

In response to this, new methodologies introduced in the post-methodology period are considered as lightweight or agile methodologies (Fowler, 2005). These agile methodologies are considered by some people in this postmodern era to be “amethodological” (i.e., a negative construct connoting not methodological) (Truex & Avison, 2003). The biggest criticism of the agile methodologies has been the lack of empirical evidence supporting the claims of their benefits and their lack of theoretical foundation (Abrahamsson, Warsta, Siponen, & Ronkainen, 2003). However, there is a growing body of literature both supporting and repudiating the claims of success of the agile methodologies (Abrahamsson et al., 2003, Conboy, Wang, & Fitzgerald, 2009).

Problem Description

Regardless of whether the methodology is “heavy” or “agile”, current research suggests that the best methodology for a software development project may be one that has been selected, tailored, or blended (i.e. a hybrid methodology created through the blending of two or more methodologies) (McGregor, 2008) to fit the specificities of the individual system development project (Cockburn, 2006, Fitzgerald et al., 2003). In response to this discovery, several formal “methodology tailoring” (i.e. the process of selecting, tailoring, or blending methodologies) techniques have been introduced. Two examples of formal methodology tailoring techniques are the contingent factors approach and situational method engineering. The contingency factors approach suggests that specific features of the development context should be used to select an appropriate methodology from a portfolio of methodologies. This approach requires developers to be familiar with every contingent methodology or have contingency built in as part of the methodology itself.

A suggested alternative has been a technique called “Method Engineering” (ME) (Fitzgerald et al., 2003, Brinkkemper, 1996). With this technique, a methodology is constructed from a repository of “existing discrete predefined and pre-tested method fragments” (Fitzgerald et al., 2003). Using a method-engineering tool, software developers build a meta-method that is made up of fragments from popular development methodologies. The fragments are each designed to handle a particular contingency inherent to the software project. The fragments are categorized as either product or process. Product fragments are artifacts capturing the structure in deliverables such as diagrams, tables, or models, while process fragments project strategies and detailed procedures (Brinkkemper, 1996).

Method Engineering has several shortcomings. For example, it is impossible to plan for every contingency that may arise, and therefore, critical fragments will always be missing (Rossi, Tolvanen, Ramesh, Lyytinen, & Kaipala, 2000). Also, the burden of selecting the correct fragment falls upon the analyst (Truex & Avison, 2003). Furthermore, a tool is usually required and ME tool development has been a problematic procedure (Fitzgerald et al., 2003). Thus, the evolution of software development methodologies using fragments is problematic.

Both contingency factors and ME techniques have had little success in practical industry applications (Fitzgerald et al., 2003, Rossi et al., 2000). However, ad hoc methodology tailoring (whereby practitioners use an informal process to tailor methodologies to their situation) has been an implied concept in industry (Fitzgerald, 1997). This is problematic because the lack of formality inherent to the ad
hoc approach suggests that the knowledge of how to implement the approach is tacit and therefore more difficult to acquire and transfer (Howells, 1996).

As a result, simply stated, the problem is that there is currently no formal, industry accepted, widely used, system development methodology tailoring model (Fitzgerald et al., 2003, Rossi et al., 2000, Fitzgerald, 1997). While the ad hoc methodology tailoring approach may, to date, be the most widely used in industry, its tacit nature impedes the acquisition and transference of knowledge about the approach. Conversely a formalized approach permits the approach to be more easily learned and explained.

The remainder of this paper is devoted to defining a model that solves this problem. The evolution of the model is explained in terms of its utility and theoretical foundation and then a detailed definition of the model is presented. Finally, a sample application of the model is provided so that the reader may gain a complete understanding of its practicality.

2. THE MODEL

It is hypothesized that a model (i.e., an artifact used to abstract and represent phenomena) (Hevner, March, Park, & Ram, 2004, March & Smith, 1995) can be created that will provide a simple, yet formal process whereby practitioners can tailor methodologies to the context of the project. The goal of the model is to provide practitioner utility (i.e., usefulness to system developers working in industry).

It is believed that the success of this model in industry will depend on several conditions. Fitzgerald (1997) demonstrated that practitioners will bypass the use of methodologies simply because they do not see the utility in using them, therefore the model must have a perceived utility to practitioners. The second condition that the model must meet is that it must be based on sound academic theory. In order to accomplish this, a root theory must be found that can be used to explain the model and its concepts. Finally, the model must be evaluated using an accepted methodology and the results must be reported in a statistically accepted manner.

Practitioner Utility

The practitioner model described in this paper can be characterized as a technological innovation. There are several theories and models that can be used to predict the degree to which an innovation will be accepted (Riemenschneider & Hardgrave, 2001). Included in this list would be the Diffusion of Innovations Theory (Rogers, 1995), the Theory of Reasoned Action (TRA) (Fishbein & Ajzen, 1975), the Theory of Planned Behavior (TPB) (Ajzen, 1985), the Technology Acceptance Model (TAM) (Davis, 1989), and TAM2 (Venkatesh & Davis, 2000).

TAM has been proven valid in numerous studies and under a multitude of conditions (Riemenschneider & Hardgrave, 2001). TAM suggests that when users are presented with a new technology, a number of factors influence the decision about how and when they will use it. The two primary factors are perceived usefulness (i.e., the degree to which a person believes that using a particular technology would enhance his or her job performance) and perceived ease-of-use (i.e., the degree to which a person believes that using a particular technology would be free from effort). The TAM2 model extends the TAM model to include social factors (i.e., subjective norm, voluntariness, and image) and cognitive factors (i.e., job relevance, output quality, and results demonstrability) (Venkatesh & Davis, 2000).

Based on TAM2, in order for a practitioner to utilize a methodology tailoring model, they must perceive it to be useful, easy to use, and socially and cognitively acceptable. Informal, ad hoc methodology tailoring meets these requirements given its widespread use in industry (Fitzgerald, 1997). Therefore, it is hypothesized that a formal method tailoring approach that simulates the already accepted, ad hoc practitioner methodology tailoring approach would also be accepted, provided it continues to meet the conditions put forth by TAM2.

Although the literature is insufficient on the question of how practitioners informally tailor methodologies in the field, there are some things that are known. First, practitioners generally take a shorter-term view than academics and tend to emphasize the completion of tasks and the solution of problems (Lippert & Anandarajan, 2004). Second, the methodologies utilized by practitioners are influenced by the universality of the methodology, the methodology introduction process, the experience level of the developer, developer confidence in the methodology, and developer participation with
the methodology (Hansen, Jacobsen, & Kautz, 2003).

Based on this information, in order for a formal methodology tailoring model to be utilized by practitioners, it must aid in the completion of tasks and the solution of problems. Also, it must provide universal applicability, have management support, provide utility to both experienced and in-experienced developers, and encourage developer confidence and participation.

**Theoretical Foundation**

The theoretical foundation for the model comes from General Systems Theory. Hungarian biologist Ludwig von Bertalanffy originally proposed general systems theory in 1928 (von Bertalanffy, 1928) as a reaction against the reductionistic and mechanistic approaches to scientific study, and in an attempt to unify the fields of science. The scientific method is based on the assumptions that an entity can be broken down into its smallest components so that each component can be analyzed independently (reductionism), and that the components can be added in a linear fashion to describe the totality of the system (mechanism). Rather than reducing an entity to the properties of its parts or elements, general systems theory focuses on the arrangement of and relations between the parts that connect them into a whole (holism).

One of the goals of general systems theory was to find common ground upon which scientific study could be conducted across all disciplines. Von Bertalanffy felt that it was futile to try and find a unitary conception of the world by reducing all levels of reality to the level of physics. He felt that the answer to a unitary conception could be found by defining the commonalities among the fields through the discovery of the isomorphy of the laws of the different fields (von Bertalanffy, 1969). Von Bertalanffy thought that the systems that are present in the various fields could identify those commonalities.

Von Bertalanffy defined a system as “complexes of elements standing in interaction”. He found that conventional physics dealt only with closed systems (i.e., systems which are isolated from their environment). In particular, the laws of thermodynamics expressly stated that they were intended for closed systems. The essence of the second law of thermodynamics (law of entropy) is that entropy (i.e., the degree of disorder or uncertainty in a system) (von Bertalanffy, 1969) will increase over time in a closed system.

General systems theory realizes that many systems, by their nature, are open systems that interact with their environment. Von Bertalanffy observed that the second law of thermodynamics does not hold true in open systems. He realized that in an open system, the degree of disorder or uncertainty decreases over time or that “negative entropy” occurs (von Bertalanffy, 1969). General systems theory also realizes that open systems have a tendency to self-organize. This is a process in which the internal organization of a system increases automatically without being guided or managed by an outside source (Ashby, 1947). This happens through a process of feedback and decision-making.

An IS development methodology can be considered a “system” (von Bertalanffy, 1969), that is used to develop an information system. IS development is also a problem solving process (DeFranco-Tommarello & Deek, 2002, Highsmith, 2000). This suggests that methodologies are essentially problem solving systems with several common elements including the problems (i.e., the difference between a goal state and the current state of the system (Hevner et al., 2004), which have a hierarchical order (Ahl & Allen, 1996), problem solving processes (i.e., the tools, procedures, processes, etc. that are used to do define and understand problems, plan solutions to problems, implement solutions, and verify and present the results (Deek, Turoff, and McHugh, 1999), solutions (i.e., the answer to or disposition of a problem) (American Heritage Dictionary 2010), feedback (i.e., part of the output is monitored back, as information on the preliminary outcome of the response, into the input) (von Bertalanffy, 1969), and an environment which defines the context, contingencies, constraints, rules, laws, etc. of the organization, people, technology, etc. These systems employ incremental problem solving which involves using intermediate states as intermediate goals in solving problems (Newell & Simon, 1972).

Based on general systems theory, IS development methodologies can be characterized as collaborative, hierarchical, incremental, and problem solving systems. They are open systems that interact with their
outer environment (Simon, 1996), which means that they have the propensity for negative entropy. Also, these systems all have a “system state” (Kuhn, 1974) which represents the current condition of system variables (such as the current number of open, unsolved problems in the system).

**Model Definition**

The practitioner based system development model is depicted in Appendix One. Based on general systems theory, the model tailors and/or combines methodologies, not by breaking the methodologies down into fragments, but by using the concepts that are isomorphic across the methodologies (von Bertalanffy, 1969). Discovering those isomorphic concepts requires abstracting methodologies to a common level. The model suggests that the commonality among all methodologies is their inherent role as problem solving systems.

The practitioner based system development model represents a problem solving system that cyclically iterates among three phases throughout the life of the project. The first phase is the “Describe” phase. It is used to understand the current state of the project. As such, it is a knowledge producing activity (March & Smith, 1995). The goal of this phase is to gain knowledge and to identify a problem or a set of problems that must be solved in order to progress to the next step of the project. It includes analyzing the current environment, identifying circumstances that have changed since the last definition phase, analyzing feedback that was obtained from the previous iteration, analyzing and parsing the list of problems still open at the conclusion of the last cycle, and adding to the list any new problems that can be identified. The knowledge gained through this phase is depicted in Appendix One by the central circle. As the project progresses, the knowledge pool expands and contributes to the actions prescribed in the other two phases.

The second phase is the “Problem Solve” phase. During this phase, solutions are found for the problem(s) identified in the “Describe” phase. If the problem is something simple, for instance a task that needs to be completed, then it can immediately pass to the next phase where an action is prescribed. However, if the problem is complex, then a problem-solving technique must be applied in order to find a solution to the problem. The final phase is the “Prescribe” phase. This is a knowledge using activity (March & Smith, 1995). Using the knowledge gained during the previous two phases the next course of action is prescribed. The next course of action could take virtually any form. It depends on what was identified as the highest priority problem in the “Describe” phase and the solutions discovered in the “Problem Solve” phase. The prescribed action may be a methodology fragment. For instance, it may be determined that the best action at this point in time for the project would be to build a prototype or to create a UML diagram.

It must be pointed out that the principle of equifinality (von Bertalanffy, 1969) holds true in the model. Equifinality is a condition in which different initial conditions lead to similar effects or in which different courses of action lead to similar results. Application of this principle suggests that there are multiple methodologies and instantiations that would fit the model and still produce the desired result.

**A Sample Walkthrough of the Model**

A sample walkthrough of the practitioner model is illustrated in Appendix Two. This walkthrough is designed to show how system developers can use the model to tailor system development methodologies to a project. The process begins with the “Describe” phase of the model. During this phase, the developers identify the highest priority problem to be the selection of a base system development methodology that will be used to implement the project. For instance, should the developers use a traditional approach such as the waterfall or spiral method or perhaps should the developers use the object-oriented approach or one of the agile methodologies?

The problem then passes to the “Problem Solve” phase where problem solving tools and techniques are used to select a base methodology with core competencies, (i.e., the set of the most strategically significant and value-creating skills in any organized system or person), that most closely match the context of the project and organization. Several key factors contribute to this selection process. For instance, the knowledge and background of the developers, the risk of change inherent to the project, and the visibility of the project development process required by the organization’s management will all have to be considered when selecting a development methodology.
The project then progresses to the “Prescribe” phase where the recommended action is to select the base methodology. For this walkthrough, given the factors mentioned previously, the developers decide to implement a traditional SDLC such as the waterfall methodology. Given that this selected methodology provides a framework and not a mandate, only base fragments will be selected to be implemented. So, for instance, only the phases of the waterfall approach will be selected but the activities typically inherent to those phases may be supplanted with other “actions” or activities. As an example, typically during the requirements specification phase interviews with system users are conducted. However, using the model, the developers determine that JAD sessions would be a better requirements gathering method for this project.

Once a base methodology has been selected, the model suggests that we should cycle back to the “Describe” phase. For this walkthrough, the developers identify the next problem to be the identification and extraction of the fragments from the base methodology that will serve as a skeleton methodology for the project. The “Problem Solve” and “Prescribe” phases are used to identify these fragments and determine their arrangement in a temporal fashion, with intentional gaps left in the prescribed process. This is represented by the base fragments in figure two.

We continue to cycle through the phases of the model. As we do, we describe problems and then use problem solving mechanisms to identify and prescribe activities that will extend, contribute to, and replace parts of the base methodology. “Extends” and “contributes” alters the base methodology by adding additional activities, while replaces removes a fragment of the methodology and replaces it with an activity (McGregor, 2008). The end goal is to enhance the base methodology and provide a methodology that is more of a custom fit to the project.

The walkthrough continues to follow this cycle throughout the course of the project. The base methodology fragments that were initially extracted as the skeleton methodology serve as anchor points which keep the project grounded. The prescribed actions must be collated within the fragments of the base methodology that were initially prescribed. The methodology can continue to be employed throughout the lifecycle of the project, even after the project as progressed into the maintenance phase.

3. DISCUSSION

The goal of the model is to provide practitioner utility (i.e., usefulness to system developers). The model attempts to reach that goal by presenting a simple process that is intuitive to the system developer and simulates the developer’s typical procedure. The hope is that the model will be perceived by developers to be easy to use, and useful, and thus in accordance with the primary conditions set forth by the technology acceptance model. Furthermore, the model is based on a sound academic theory as it draws its basis from general systems theory.

Comparing the model to other known methodology tailoring techniques illustrates its advantages. The inadequacies of the contingency factors approach are apparent (Fitzgerald et al., 2003). It is just not feasible or possible for all the developers in an organization to be familiar with all of the possible methodologies that would work best for a given situation (Fitzgerald et al., 2003). Plus as the contingent factors of the project change over time, so will the optimum methodology.

If method engineering is analyzed through the lens of general systems theory, it becomes apparent that it is both a reductionistic and mechanistic solution to the problem. It is reductionistic in the sense that it attempts to solve the problem by reducing the phenomenon (the methodology) to its smallest component (method fragments) and analyzing the components. It is mechanistic because it attempts to build a whole meta-methodology from the sum of its parts, with no regard for the interrelationships of those parts.

The practitioner model, as specified in general systems theory, presents an anti-reductionistic and anti-mechanistic approach. It seeks to integrate by identifying the isomorphic characteristics of the IS development methodologies. In particular, the model capitalizes on the common inherent problem solving nature of the various methodologies.

4. CONCLUSION

The separation of the IS development methodology community around heavy, proprietary tool oriented approaches versus
“amethodological”, light, open source approaches distracts us from more basic issues. None of the IS development methodologies that have been developed to date work well in the majority of situations. They all have to be refined and tailored extensively to the actual needs of the development context (Cockburn, 2006, Fitzgerald et al., 2003). The existing accepted approaches to method tailoring (i.e., contingency and ME) have shortcomings as noted earlier.

The model presented in this research directly addresses the problems inherent with other development methodology adaptation approaches. This general systems approach facilitates an IS community effort to normalize system development methodologies. The adherence to design science guidelines lends itself to the legitimacy of the model. Practitioners who use this method will not have to learn methodologies that are not normalized. Thus, they will have a shorter learning curve to implement this technique versus the other method tailoring techniques. Our research community can work collaboratively to reduce ambiguity in methodologies by using the theoretical foundation presented here.

Future research is needed in several areas. First, lab experiments are needed to validate the model. Second, field experiments are needed that will test the model in a realistic setting and against other popular methodologies and approaches. Finally, specific methodologies and instantiations of the model need to be developed and evaluated accordingly.
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Figure 1 A Practitioner Based System Development Model.
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Figure 2 A sample walkthrough of the model.